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The application has two parts: backend application and frontend application (web user interface) packed together in an 

easily executable way. 

 

1. Backend Application 

Built in Java & Spring Boot framework exposes a REST API to manage data of Positive Energy Districts (PEDs) and 

Sustainability Indicators. 

The application’s structure follows the ONION architectural style: 

- persistence package– contains entities or data model used for CRUD operations against the database 

- domain package – contains all the business logic and associated models 

- application package – coordinates the domain services 

- api package – contains the REST API definition and its implementation 

 

 

 

 

 



 

 

API Package  

 

API interfaces & implementations 

The APP exposes two API interfaces:  

- PedApi – for actions on PED resource as: definition, update, deletion, search, overview and the history of the 

source factors 

- IndicatorApi – for actions on Sustainability Indicator resource as:  

o retrieve/update/delete data or energy consumption for every year 

o retrieve/update/delete tasks defined in order to reach the goals and  

o obtain an overview of the indicator 

 

Application Package 

Coordinates the interaction between the API layer and domain services, where the business logic resides, providing in the 

same time the data in a suitable structure for the external clients/ frontend app. 



 

 

Domain Package  

*models and exceptions are omitted for simplicity 

Business logic context:  

When a PED is defined via the web interface, the backend creates a PED entity together with all the Indicator 

Entities and their data-sources and identifies the KPIs needed for the chosen Indicators. The web interface 

presents reports (KPIs) for every year between baseline and target years and the reports are impacted by the gas 

emission factors for each source of data chosen for the indicators. The gas emission factors might be modified 

from year to year therefore the decision was to save them for each reporting year. 

For now, the mapping between the KPIs and Indicators and the default emission factors for every source of data 

are stored within the APP /resources folder. In order to provide the client with new defaults the corresponding 

files need to be updated and a new version delivered to the clients. 

 



 

 

ReportService:  

- handles the annual reports for a PED 

- manages emission factors updates for a reporting year 

IndicatorService: 

- CRUD operations on indicators 

- CRUD operations on data 

- CRUD operations on tasks & calculate some statistics based on the Open/Closed tasks and the planned vs actual 

budget 

 

PedService: - CRUD operations on Positive Energy Districts 

FETSustainabilityCalculator: 



- calculcates FET KPIs based on the FET Indicators data 

RESSustainabilityCalculator: 

- calculates RES KPIs based on the REST Indicators data 

DataSourceFactors: 

- is an abstraction over the emission factors defined in the /resources folder to easily access the values at runtime 

KPIs: 

- is an abstraction over the mapping between the KPIs and the Indicators defined in the /resources folder to easily 

access the values at runtime 

 

Persistence Package - contains the entities used by application: 

- Positive Energy District – which defines the project to be implemented between a baseline and a target year 

- Sustainability Indicator – the indicators to be filled with data during the project implementation 

o The consumed or produced energy are modeled into IndicatorTask model 

o The tasks to be done in order to reduce the consumed/ increase the produced energy are modeled into 

IndicatorTask 

- Annual Report – contains information about the KPIs to be calculated for each year between the baseline and 

target year together with all energy related factors for each source of data (i.e. renewable resources, energy 

consumption etc) 

o For the moment they are dynamically calculated for each year between baseline and target years because 

the user has possibility to add data for past years 



 
Entities model 

 

 

 

 

 

 

 

 

 

 

 

 



2. Frontend Application 

PED Monitor frontend application is an Web Application built with ReactJS and Material UI frameworks and some more 

open-source frameworks as React ChartJS 2 & ChromaJS. 

The structure of the application is the following: 

 
- /assets folders contains images and theme definition (a custom theme based on MUI was used) 
- /components folder contains basic reusable elements styled according to the theme 
- /fragments folder contains reusable fragments which make use of components and defines some logic 

on top 
- /pages folder contains all the pages and the corresponding functionality/logic 
- /services handles the interaction with the backend application 

 

 

 

 

 

 



3. Build System 

The project uses the Maven build system and contains the parent POM and 2 modules (frontend and backend). 

What is doing Maven? 

- parent pom.xml - declares the 2 modules to build frontend and backend. 

- install the missing libraries (node) and dependencies 

- build the frontend using frontend-maven-plugin and the frontend static/public directory of Spring Boot 

- Both backend and frontend are packed together into a JAR file, the HTML & JS resources being served by the 

embedded SpringBoot Tomcat application server. Therefore, the final fat JAR that can be started/deployed in a 

container OR locally 

- The 2 modules can be started separately during the development. The React app will use the port 3000, the Java 

application will use the port 8080. 

 

Create Deliverables 

- Build the APP and create a ZIP file 

o build the fat JAR by running the Maven package command on the parent POM file 

o Download JRE v21 from https://adoptium.net/en-

GB/temurin/releases/?os=windows&arch=x64&package=jre 

o rename the downloaded JRE directory to 'jre' 

o Create a new directory called **'ped_monitor' and ** copy the 'jre' directory, the fat JAR and all the files 

from the executables folder 

- Host the ZIP file somewhere so it can be downloaded by the installer.cmd (i.e. Google Drive) 

- On a Windows host run the installer.cmd 
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